Problem Statement:

Create the dice game Farkle using the C++ .NET framework. Allow the player to roll up to 6 dice, select from those dice to set aside for points, reroll the dice, and lose points on a FARKLE. After a player reaches 10,000 points, give all other players one turn to overtake the score.

Process and Pseudocode:

When selecting from one of the three game options I wanted a game that I could imagine making at that current point in time using what I already knew about C++ and other programming languages. LCR felt like a test in using linked lists and traversing the nodes from left to right, while Liar’s Dice felt more suited to a table top rather than a program. Looking back at it now I can think of some ways to do Liar’s Dice but still feel I would not have enjoyed the creation process as much as I did for Farkle.

Farkle appeared easy enough to do, with the most complication being keeping track of the dice, how many to roll, what points the player chose from those dice, etc. So I began with making a few methods in pseudocode based on the rules document. This consisted with the setup function that would get the number of players and their names, and the main looping function that rolls the dice. However I knew that I would need to add more functions in the future as I expanded on certain elements of the program. At the time I knew I wanted to have a way for the player to view a scoreboard, drop out of the game, quit the game, roll the dice, and cash the dice.

| Setup function: PRINT welcome to Farkle PRINT how many players will there be today? READ number of players PRINT give an alias **for** each player FOR all players  PRINT player name  WRITE name in player "profile" END FOR PRINT Game will start with Player 1 (alias)   Loop function: LOOP **while** input is **not** close  PRINT What is your command?  PRINT **commands** (roll / roll again, drop out, quit application, score dice) READ input command  CALCULATE input command  IF quit application  EXIT **switch**  ELSE IF roll / roll again IF has score  Roll again ELSE   Roll initial  ELSE IF score dice  IF can score dice  Add dice score to player score  ELSE IF drop out  PRINT Player quits the game  REMOVE player from game list  EXIT **switch**  ELSE IF quit application  PRINT application closing...  EXIT **switch**  END IF |
| --- |

This gave me a generalized groundwork for what I needed in terms of functions. I knew I needed a function to roll the dice, a class to hold the players information, an initializer function that sets the games initial state, a menu function that determines the users input.

| Global INITIALIZE Players array INITIALIZE current turn = -1 //position in array of players, -1 means game just started INITIALIZE current roll array || size of 6  Players Object INITIALIZE player name INITIALIZE player score = 0 INITIALIZE winner FALSE Constructor SET player name   On Scoreboard Function  IF score >= 500  RETURN TRUE   Add Score Function  Player score += points  IF player score >= 10000  SET winner TRUE    Loop function: LOOP **while** input is **not** close  PRINT What is your command?  PRINT commands (roll / roll again, drop out, quit application, score dice) READ input command CALCULATE FUNC input command     Calculate Input Function: CALCULATE input command  IF quit application  EXIT **switch**  ELSE IF roll / roll again IF has score  Roll again ELSE  Roll initial  ELSE IF score dice  IF can score dice  Add dice score to player score  ELSE IF drop out  PRINT Player quits the game  REMOVE player from game list  EXIT **switch**  ELSE IF quit application  PRINT application closing...  EXIT **switch**  END IF    Roll Dice Initial Function INITIALIZE gotPoints to FALSE PRINT Roll Dice WAIT **for** keypress FOR 6 dice  CALCULATE dice rolls  SET dice roll in array  IF roll is point AND got points is FALSE  SET got points TRUE  IF got points FALSE  RETURN farkle //probably will be an empty array? ELSE  RETURN points as array //having each point be in an array will help to determine how many dice contain points and how many can be rerolled. |
| --- |

At this point I was itching to actually program so I began to implement what I already had into the IDE.

| **int** currentTurn = -1; //What player currently has control **int** currentRoll[6] = { 0 }; //The scoring sides of the dice roll **int** tempScore = 0; //Used for when the current player rolls more than 6 dice //Function Declarations **void** **PrintCommands**();   **class** **Player** {  string \_name; //Alias for the player  **int** \_score = 0; //The amount of points the player has cashed  **bool** canWin = false; //If the player has enough points to win   //Constructor **public**:  Player(string name) {  **this**->\_name = name;  }   //Returns true if the player can be placed on the scoreboard,  // otherwise false  **bool** **OnScoreboard**() {  **if** (\_score >= 500) {  **return** true;  }   **return** false;  }   //Adds points to the scoreboard given the sum of points  **void** **AddScore**(**int** points) {  \_score += points;  **if** (\_score >= 10000) {  canWin = true;  }  } };  **void** **CalculateInput**(string command) {  //Quit program  **if** (command == "Q" || command == "q") {  **return**;  }  //Roll  **else** **if** (command == "R" || command == "r") {  **if** (tempScore == 0) {  //Roll Initial  cout << "STUB - Roll Dice Initial" << endl;  **return**;  }   //Roll Again  cout << "STUB - Roll Dice Again" << endl;  }  //Cash dice  **else** **if** (command == "C" || command == "c") {  cout << "STUB - Cash Dice" << endl;  //Loop through current roll and add score dice to temp score  //Add temp score to current players score  }  //View Scoreboard  **else** **if** (command == "S" || command == "s") {  cout << "STUB - Scoreboard" << endl;  }  //Drop out  **else** **if** (command == "D" || command == "d") {  cout << "STUB - Drop Out" << endl;  }  //Default  **else** {  cout << "Command not recognized..." << endl << endl;  } }  **void** **PrintCommands**() {  cout << "STUB - Print Commands" << endl; }  **void** **InitializeGame**() {  **int** numOfPlayers = -1;  **bool** set = false;   **do**  {  **if** (numOfPlayers < 2 && set) {  cout << "Farkle requires at least 2 players to start..." << endl;  }   cout << "How many players will be playing today? : ";  cin >> numOfPlayers;  set = true;  } **while** (numOfPlayers < 2); }  **void** **main**() {  string input = "";   InitializeGame();   **do** {  PrintCommands();   cout << "What is your command? ";  cin >> input;   //STUB - If current player is a winner, end game   CalculateInput(input);   } **while** (input != "Q"); } |
| --- |

At this point I began to look at creating a full function for the dice roll. My initial markup was simple and would be later modified to be more robust.

| **void** **RollDice**(**int** diceRoll[6], **int** diceToRoll) {   **switch** (diceToRoll) {  **case** 6:  diceRoll[5] = rand() % 6 + 1;  **case** 5:  diceRoll[4] = rand() % 6 + 1;  **case** 4:  diceRoll[3] = rand() % 6 + 1;  **case** 3:  diceRoll[2] = rand() % 6 + 1;  **case** 2:  diceRoll[1] = rand() % 6 + 1;  **case** 1:  diceRoll[0] = rand() % 6 + 1;  **break**;  **default**:  **break**;  } } |
| --- |

The idea was that if the player rolled the max amount of dice, every other dice would roll as well. Being the first concept that popped into my head it worked as intended but was redundant in that the relatively same line of code was used 6 times for each dice.

Now that the dice worked I looked at scoring the dice. My initial thought was to sort the dice faces in ascending order and loop through the array looking for duplicates.

| CALCULATE SORT dice FOR EACH dice   IF dice face is the same as the 2 previous dice faces  ADD 3 of a kind score  ELSE IF dice face is a 1  ADD 100 points  ELSE IF dice face is a 5  ADD 50 points |
| --- |

| //Sort the rolls in ascending order sort(currentRoll, currentRoll + 6);  //Loop through all the dice, starting with the highest **for** (**int** i = 5; i >= 0; i--) {  //3 of a kind  **if** (i > 2 &&  currentRoll[i] == currentRoll[i - 1] &&  currentRoll[i - 1] == currentRoll[i - 2]) {   //If the roll is a 1, do different algorithm  **if** (currentRoll[i] == 1)   tempScore += currentRoll[i] \* 1000;  **else**   tempScore += currentRoll[i] \* 100;   i -= 2;  }  //100 points  **else** **if** (currentRoll[i] == 1)  tempScore += currentRoll[i] \* 100;  //50 points  **else** **if** (currentRoll[i] == 5)   tempScore += currentRoll[i] \* 10; } |
| --- |

Having the dice and scoring work in a rudimentary way allowed me to begin working on the next functions which were changing the turn and resetting the dice.

For resetting the dice I thought of simply looping through the dice array and setting each value to zero.

| FOR EACH dice in array  SET dice at index to zero SET score to zero SET dice scored to zero |
| --- |

| //Reset all current turn values to their defaults **void** **ResetValues**() {  **for** (**int** i = 0; i < 6; i++) {  currentRoll[i] = 0;  }    score = 0;  diceScored = 0; } |
| --- |

As for getting to the next turn it was just incrementing the currentTurn variable I had established in the globals at the start of the project.

| //Set the turn to the next player in the list **void** **NextTurn**() {  currentTurn++;   **if** (currentTurn >= numOfPlayers)  currentTurn = 0;   ResetValues(); } |
| --- |

Now that the game was more complicated I was in need of the InitializeGame function to represent that. The player's turn was set so now I needed a way to know what player was supposed to play. This and the random time needed to be set for rolling the dice and the current turn initially set once all players have been initialized.

Adding to the InitializeGame function:

| FOR EACH player  PRINT What is the player's name?  GET input  SET players name to input |
| --- |

| **void** **InitializeGame**() {  **bool** set = false; //Used to determine if number of players has been set   srand(time(NULL)); // initialize random seed:   **//…**  //Make dynamic array of players  players = **new** Player[numOfPlayers];   //Prompt for player aliases  **for** (**int** i = 0; i < numOfPlayers; i++)  {  string input;  cout << "What is Player " << i + 1 << "'s alias? ";  cin >> input;   players[i].SetName(input);  }   currentTurn = 0;   system("cls"); } |
| --- |

Now to save the points to the player. Currently the points are tied to the current turn as a global variable and does nothing other than that. The turn does not change and this is because the farkle has not been implemented and the cashing of the score is a stub.

| IF players score is 0 **and** the current score is less than 500  PRINT need 500 points to get on the scoreboard  RETURN  PRINT banked x points ADD score to players score PRINT current points  CALL **NextTurn**() |
| --- |

| **void** **CashScore**() {  **if** (players[currentTurn].GetScore() == 0 && score < 500) {  cout << "\nYou can not cash your score now!\nYou have to have at least 500 points to get on the scoreboard!" << endl;  **return**;  }    cout << "\nYou banked " << score << " Points!" << endl;  players[currentTurn].AddScore(score);  cout << "You now have " << players[currentTurn].GetScore() << " Points.\n" << endl;  NextTurn(); } |
| --- |

With this the game could work to some degree with players choosing to bank their points to end their turn. This made the problem that I now needed to display whose turn it was though, and a little flair in that it should show how many points they have and can bank.

| PRINT current turn PRINT players current points PRINT **if** on scoreboard **or** **not** **and** their points |
| --- |

| //Prints information on the players current turn and their info **void** **PrintTurnInfo**() {  system("cls");   cout << "It is " << players[currentTurn].GetName() << "'s Turn" << endl << endl;  cout << "You have " << score << " points that can be cashed." << endl;  **if** (players[currentTurn].OnScoreboard())  cout << "You are on the scoreboard with " << players[currentTurn].GetScore() << " points." << endl;  **else**  cout << "You are not on the scoreboard: get 500 points to enter the race!" << endl << endl; } |
| --- |

This seemed like a good time to go and do the game’s namesake - the FARKLE. This would be added to the ScoreDice function that checks each dice face rolled.

| IF points scored **this** turn is 0  PRINT FARKLE  CALL Next Turn function ELSE  ADD points scored **this** turn to the players current turn score  PRINT points earned |
| --- |

| **void** **SortDice**() {  **int** points = 0;   //Sort the rolls in ascending order  sort(currentRoll, currentRoll + 6);    //Loop through all the dice, starting with the highest  **for** (**int** i = 5; i >= 0; i--) {  //3 of a kind  **if** (i > 2 &&  currentRoll[i] == currentRoll[i - 1] &&  currentRoll[i - 1] == currentRoll[i - 2]) {   //If the roll is a 1, do different algorithm  **if** (currentRoll[i] == 1)   points += currentRoll[i] \* 1000;  **else**   points += currentRoll[i] \* 100;   i -= 2;  }  //100 points  **else** **if** (currentRoll[i] == 1)  points += currentRoll[i] \* 100;  //50 points  **else** **if** (currentRoll[i] == 5)   points += currentRoll[i] \* 10;  }  **if** (tempScore == 0) {  Cout << "FARKLE" << endl;  NextTurn();  }  **else** {  tempScore += points;  cout << "You earned " << points << " points!" << endl;  } } |
| --- |

I also went back and updated the RollDice function

| **void** **RollDice**(**int** diceRoll[6], **int** diceToRoll) {  **for** (**int** i = diceToRoll - 1; i >= 0; i--) {  diceRoll[i] = rand() % 6 + 1;  } } |
| --- |

With the ability to score points and lose there still needed to be a way to see who had what points - thus a scoreboard needed to be made. When first thinking up a way to do the scoreboard function I thought of arranging the players array based on their score. This ultimately would require a comparator function to compare the variables inside the player class as well, something I was not well versed in. I would need to do some research on how to make a custom comparator for the sort() function.

| PRINT Scoreboard: INITIALIZE temp array **for** players FOR EACH player  SET temp player at index to player at index SORT temp array **using** comparator FOR EACH player  IF player has a score over 500  PRINT player name, score, **and** position  ELSE  PRINT player name **and** unranked position |
| --- |

| //Prints the scoreboard to the console **void** **PrintScoreboard**() {  cout << "Scoreboard:" << endl;   //Create temp array to sort players by score while keeping play order  Player\* temp = **new** Player[numOfPlayers];   //Copy each object to the new array without copying address  **for** (**int** i = 0; i < numOfPlayers; i++)  {  temp[i] = players[i];  }   sort(temp, temp + numOfPlayers, ScoreComparer);   //for each player  **for** (**int** i = 0; i < numOfPlayers; i++)  {  //If they are on the board, print position and score  **if** (temp[i].OnScoreboard())  cout << "[" << i + 1 << "] : " << temp[i].GetName() << " : " << temp[i].GetScore() << endl;  //Otherwise print name without position  **else**  cout << "[-] : " << temp[i].GetName() << endl;  }   **delete**[] temp; //Clear memory } |
| --- |

<https://stackoverflow.com/questions/16894700/c-custom-compare-function-for-stdsort>

| //Used by the scoreboard to determine who has the higher score **bool** **ScoreComparer**(Player playerOne, Player playerTwo) {  **return** playerOne.GetScore() > playerTwo.GetScore(); } |
| --- |

This left me with the last major part of the program that I wanted to add which was allowing the player to drop out of the game - because why not. It was also around this time that I began separating each function between different classes - the game and the core. The core would handle more of the frontend work while the game consisted of adding and removing players, rolling the dice, and generally keeping track of the game state.

| DECREMENT player counter INITIALIZE temp array **for** players FOR EACH player on counter  IF the index is the current players turn AKA the player that wants to drop out  SKIP  SET temp array at index to player array at index  IF too few players  STOP GAME CALL **NextTurn**() |
| --- |

| //Removes the current player from the array of players and starts the next turn **void** Game::Dropout() **const** {  //Decrement number of players  numOfPlayers--;   **int** p = 0; //placeholder  Player\* temp = **new** Player[numOfPlayers]; //Temp dynamic array   //loop through the array and copy the elements  **for** (std::**size\_t** i = 0; i < numOfPlayers; i++) {  //If on the player that wants to drop out, increment placeholder  **if** (i == currentTurn) p++;   temp[i] = players[p];  p++;  }    **delete**[] players; //free memory  players = temp;   //If under the minimum number of players to play, end early  **if** (numOfPlayers < 2) **return**;   NextTurn(); } |
| --- |

Now with everything out of the way I just needed to make it so the player could win the game.

| INITIALIZE winner score INITIALIZE winner index position FOR EACH player   IF player score is over 10,000 **and** greater than winner score  SET winner score = player score  SET winner index position to loop index   IF winner index position is set  IF winner alias matches player alias  PRINT winner  ELSE  PRINT player is about to win |
| --- |

| //Checks the scores of every player and prints if a player is about to win or has won **int** Game::CheckForWin() **const** {  **int** winnerPos = -1;  **int** winnerScore = 0;   **for** (**int** i = 0; i < numOfPlayers; i++) {  //Get current players score  **int** score = players[i].GetScore();    //If that score is a winning score and it is the highest score thus far  **if** (score >= 10000 && score >= winnerScore) {  //set the new winning score  winnerScore = score;  //set the winning player  winnerPos = i;  }  }   **if** (winnerPos != -1) {  //If the winner has been set and every other player has rolled again  **if** (winner.GetName() == players[currentTurn].GetName()) {  cout << players[winnerPos].GetName() << " wins the game with " << players[winnerPos].GetScore() << " points!" << endl;  winner = players[winnerPos];  **return** 1;  }  **else** {  cout << players[winnerPos].GetName() << " is about to win with " << players[winnerPos].GetScore() << " points!" << endl;  winner = players[winnerPos];  }  }  **return** 0; } |
| --- |

Huzzah! It’s done. To make certain I got everything for the game I made a checklist from the games rule documents - only to find that the player needs to be able to choose what combination of point dice to set aside. At this point I had it set aside the highest value of any point dice present. But Farkle is about strategy, choosing dice to take now versus rerolling the dice for more points. So I did what any good programmer would do - make things more complicated by adding more work for myself. I went and looked at the official rules for Farkle and realized that there were a load more combinations of point dice that could be made: 4 of a kind, 5 of a kind, 6 of a kind, 3 sets of 2, 2 sets of 3, 4 of a kind + a pair, a straight. These combinations would also net the player thousands of points in exchange of being locked out after some dice are set aside, making them much harder to get. But why the hell not, let's add them in! This led me to reworking the ScoreDice function.

Looking at what I already had I guessed that I could keep the 3 of a kind and single detection, only needing to add more statements to check for the other combinations. On top of that I needed to allow the player to select from the available combinations to set aside the dice, get the associated score, and be a happy little camper. Oh the joy. My initial thought was using an array as a table. C# has multidimensional arrays and as far as I could tell so does C++, however I wanted the array to be dynamic which means it can not be multidimensional. So instead I created a way to allow for a dynamic array to act like a multidimensional array by setting each few indices in the index as a row associated with the combination. Next was what to store in each row. I knew I needed to have the index to allow for the combination to be selected from a list of combinations. Next was a code to identify what type of combination it was so that points could be allocated on selection. At first this code was hardset in the lines of code but I kept changing the code so I made an enum to handle all the codes in one spot. The codes would also help differentiate between multiple types of a given combination. Four sets of two could be the first 4 dice and the last 2 dice, or the first 2 dice and the last 4 dice.

| **enum** DiceComboCodes {  SixofKind = 15,  TwosetsThree = 14,  FoursetsTwoT1 = 13,  FoursetsTwoT2 = 12,  ThreesetsTwo = 11,  Straight = 10,  FiveofKindT1 = 9,  FiveofKindT2 = 8,  FourofKindT1 = 7,  FourofKindT2 = 6,  FourofKindT3 = 5,  ThreeofKind = 4,  SingleFive = 3,  SingleOne = 2,  Reroll = 1,  Stop = 0 }; |
| --- |

Last in the array is the starting index in the dice array. This is mainly used by the SingleFive and SingleOne codes to determine what dice to move from the current roll array to the scored dice array. This left me with the current array key:

| //(0i) Input binding | (1i)Type of Cash | (2i) Start Index in array |
| --- |

With input binding being what integer key the user will input, type of cash being the combo code, and start index being the start index in the dice array.

Then akin to my original dice roll design I made a switch statement looking at the amount of dice being rolled, with 6 dice being at the top and 1 die being at the bottom. Each switch case would look through each combination for the given amount of dice by comparing each dice face with one another in an if statement. If a combination is found, then the selection array is increased by 3 units and the given information is added. The code is the same for each combination with differences in the index and code. Here is a snippet of Six of a Kind:

| //Resize array to add new combination ResizeIntArray(selection, (combinations + 1) \* 3); selection[combinations \* 3] = combinations; //Binding selection[combinations \* 3 + 1] = DiceComboCodes::SixofKind;//Code selection[combinations \* 3 + 2] = 0; //Index  combinations++; |
| --- |

<https://stackoverflow.com/questions/8056746/copying-from-one-dynamically-allocated-array-to-another-c>

| **void** GameInfo::ResizeIntArray(**int**\*& orig, **int** size) {  **int**\* resized = **new** **int**[size]; //make new temp dynamic array   copy(orig, orig + size, resized); //copy from original to new    **delete**[] orig; //free memory from original array  orig = resized; //set original array to new array } |
| --- |

This resize array method was also repurposed for resizing the players arrays.

Once all the combinations are added, a check is done to see if there are any combinations - if not it is a farkle and the next turn starts. But if there are combinations then another switch checks the users input for the code associated with the binding they entered.

| **switch** (selection[input \* 3 + 1]) {...} |
| --- |

Here is a snippet of one of the cases. Since all these cases share the same amount of points given there is no break between cases.

| // 1-6 straight  // 3 sets of 2  // 4 sets + 2 (2)  // 4 sets + 2 (1)  **case** DiceComboCodes::Straight:  **case** DiceComboCodes::ThreesetsTwo:  **case** DiceComboCodes::FoursetsTwoT1:  **case** DiceComboCodes::FoursetsTwoT2:    **for** (**int** i = 0; i < 6; i++) {  savedRoll[diceScored] = roll[i];  diceScored++;  diceToScore--;  roll[i] = 0;  }   pointsScored += 1500;  **break**; |
| --- |

With the player able to play Farkle with some strategy they only needed to know the rules and possible combinations. At this point we had done the lab assignment that looks at reading text files so I created a helper FileReaderclass and imported what I had already done.

<https://cplusplus.com/reference/fstream/fstream/?kw=fstream>

<https://www.guru99.com/cpp-file-read-write-open.html>

| //Reads a file of the given file name and returns the contents of said file as a string. string FileReader::ReadFile(string fileName) {  string output;  fstream file;   //Open file to read  file.open(fileName, ios::in);   //If file exists  **if** (file) {  **char** out;   **while** (true) {  //If end of file is found, break loop  **if** (file.eof()) {  **break**;  }   //Read each line and print to console  **for** (string line; getline(file, line);) {  output.append(line + "\n");  }  }   output.append("\n\n");  }  **else** **return** "";   //Close file once done  file.close();   **return** output; } |
| --- |

This would allow me to have a text file containing the rules instead of having to hardcode the information.

Once I had everything up and working I recruited a friend of mine to test and give feedback on the current state of my program.

While he understood that this was a program to simulate a dice game he had no idea what Farkle was so it was a good test to see if the rules document I had made helped to explain things and if the program was intuitive enough. I watched him as he played the game and realized the rules document needed to be reworded slightly to increase clarity and had to show some more key information about the game.

He also felt that the amount of text on the screen was overwhelming at times, especially when rolling the dice. This was because each instance of a combination added a keybind input. So if there were three 1’s there would be 3 of a kind and 3 instances of the single 1. He suggested finding a way to consolidate the 3 instances into a single instance and simply show it again as long as it was available when the menu updates after selecting a dice combination. He also did not see the special combination to stop scoring dice at the bottom of the list that returns the user to the main menu. At the time going back to the main menu was the only way to reroll the dice after scoring. He stated that the inability to reroll the dice from the rolling screen was a tad annoying and if there was an option to reroll from said screen it would speed up the process. For readability he questioned if the text color could be changed, and jokingly stated I should take this program and remake it in a game engine to render a 3D model of the dice.

All of his comments were good feedback.

I started with coloring the text. This required a rework of my current cout printing to the console window. I started with looking up if it was even possible to recolor the text, and surprisingly it is. I did not think that the windows cmd supported colored text but I guess it does.

<https://www.codespeedy.com/color-text-output-in-console-in-cpp/#:~:text=In%20this%20article%2C%20we%20will%20discuss%20how%20we,output%20console.%20Handle%20var_name%20%3D%20GetStdHandle%28STD_OUTPUT_HANDLE%29%3B%20SetConsoleTextAttribute%28var_name%2C%20color_code%29%3B>

I used what I found to create a function that takes in a string, and 2 integers for the foreground and background colors. This function would print the colored text then return the color back to white, so in the event I needed to do a normal cout it would not be in the last color used.

| //Takes in a string and a foreground and background color to print to the console **void** GameInfo::PrintWithColor(string text, **int** foregroundColor, **int** backgroundColor) **const** {  HANDLE hConsole = GetStdHandle(STD\_OUTPUT\_HANDLE);   //set to custom color  SetConsoleTextAttribute(hConsole, foregroundColor + backgroundColor \* 16);  cout << text;   //Reset to white  SetConsoleTextAttribute(hConsole, 15); } |
| --- |

Once this was working properly I went through the program and changed all the cout instances to function calls - getting me this output.

![](data:image/png;base64,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)

The colors helped differentiate between what kind of information was being given. I stuck to a color code: Green for related to the player, yellow for questions, blue for input options, red for something bad, turquoise and brown for special information.

Next I looked into the multiple instances of single point dice 1 and 5. I just added a check to look and see if the combination already exists in the selection or not and if it does then to skip adding it again to the selection. It was at this time that I also changed how each selection was printed to the console. Instead of printing each one when the selection is added to the list, I instead append the text to an output string. This was because the header string showing the possible combinations would show when a Farkle would occur which annoyed me. This also feels as though it cleans up the code by having only one spot where the cout is rather than multiple in the program.

| //If code is already in selection, skip **if** (selection[combinations \* 3 - 2] == DiceComboCodes::SingleOne) {  **break**; }  output.append("[" + to\_string(combinations) + "] One of a kind (" + to\_string(roll[i]) + ") : 100 points\n");  //Resize array to add new combination ResizeIntArray(selection, (combinations + 1) \* 3); selection[combinations \* 3] = combinations; //Binding selection[combinations \* 3 + 1] = DiceComboCodes::SingleOne;//Code selection[combinations \* 3 + 2] = i; //Index  combinations++; |
| --- |

Next was a joke on my friend's part, but I am a serious programmer who forgets to eat because he is so engrossed in his work - rendered dice. No I am not going to go into a game engine and make 3d renders but I can do ASCII art. I just went in and made an enum in a header file containing ASCII renditions of the dice faces. Here is a screenshot of it in the program. We can also see the single instances of the 5 showing up in the selection as well.
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Last was rerolling while on the above screen. This was easy enough as I had all the framework established already. I added a code to the possible combinations, and had it print alongside the stop scoring combination that I had already implemented.

Printing and adding combination to selection:

| //If points have been scored **if** (pointsScored > 0) {  //add option to reroll dice  PrintWithColor("[" + to\_string(combinations) + "] Reroll Dice\n", Colors::brown, Colors::black);   ResizeIntArray(selection, (combinations + 1) \* 3);  selection[combinations \* 3] = combinations; //Binding  selection[combinations \* 3 + 1] = DiceComboCodes::Reroll;//Code  selection[combinations \* 3 + 2] = -1; //Index   combinations++;   //add option to stop scoring  PrintWithColor("[" + to\_string(combinations) + "] Stop Scoring\n", Colors::brown, Colors::black);   ResizeIntArray(selection, (combinations + 1) \* 3);  selection[combinations \* 3] = combinations; //Binding  selection[combinations \* 3 + 1] = DiceComboCodes::Stop;//Code  selection[combinations \* 3 + 2] = -1; //Index   combinations++; } |
| --- |

Selection cases:

| //Roll dice again **case** DiceComboCodes::Reroll:  currentScore += pointsScored;   PrintWithColor("You got " + to\_string(pointsScored) + " points this roll.\nYou now have " + to\_string(currentScore) + " points to cash.\n\n", Colors::green, Colors::black);   RollDice();  **return**; // stop scoring **case** DiceComboCodes::Stop:  input = -2;  **break**; |
| --- |

Other things of note are some minor changes made when splitting functions between classes.

Dropout was turned into RemovePlayer() on the Game class. The only issues I came across with this was later in the programs development cycle. An error would be thrown whenever the last player in the array would drop out as the program would continue to look for their name at the current turns index. Looking at the program now and what I had copied and shown earlier it looks as though I forgot to copy the NextTurn() call, or otherwise had it and it did not work as intended. Now it looks to see if currentTurn is greater than or equal to the player count and loops it back to zero.

Multiple getters were added to the Game class to allow the FarkleCore to access specific variables.

This brings the program up to its current point I’m pretty sure.

Errors:

While I did not run into too many bugs, some of which I may not remember, the ones that stood out I do remember. The main “bug” that I worked on for hours was with the logic in choosing what score dice combinations were available given the dice rolled. As mentioned it mainly consisted of logical errors that were not flagged in the compiler but gave issue nonetheless. Most of my time was spent on testing and bug fixing this error.

The other bug that stood out to me was with resizing the player array when removing a player from the array. I found that in certain cases when removing a player the program would crash and throw an error from the backend C++ code, which I had and still have no idea how to fully comprehend. Stepping through the code I found that it occurred when grabbing the players name for showing their stats when on the main menu, and it only occurred when removing the last player from the array. This led me to believe that the code was trying to access a part of the array outside the bounds. Looking through the code this turned out to be the case, and by adding an out of bounds check to the RemovePlayer() function it was fixed.

Beyond that it was just trial and error when using a function from a library I typically don’t use - such as with the text color. But I don’t really call these bugs or errors just growing pains as I learn something new.